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Abstract

An algorithm for the uniform random generation of the powerset construction is pre-
sented. Given a combinatorial class I, together with a counting procedure and an unranking
procedure (or simply a random generation procedure) for I, this algorithm provides counting
and unranking (or random generation) procedures for P = powerset(/). For most combi-
natorial structures, each random powerset of size n is produced in O(nlogn) arithmetic
operations in the worst case, after @(n?) coefficients have been computed. This work is an
extension of the algorithms developed in [1, 2], that have been implemented in the Gaia
(now combstruct) Maple package [4].

1. Introduction

Given a combinatorial class I of unlabelled objects such that for each integer n the number I[n]
of objects of size n is finite (and, for convenience, I[0] = 0), the problem is to generate uniformly at
random an object of size n from powerset([/), where powerset(/) means the class of sets without
repetition made from objects in I.

Associate with each combinatorial class I two procedures — a counting procedure countI, such
that countI(n) gives the number I(n) of objects of size n, and an unranking procedure unrankI
which implements a bijection between [0, (n) — 1] and the set of objects of size n from /. Thus
unrankI(n, k) returns the object of size n whose rank is k.

Given these two procedures, the algorithm constructs similar functions countP and unrankP to
count and generate at random the objects from P = powerset([]).

The article [5] this seminar is based on is available from http://www.loria.fr/~zimmerma/gaia.
It contains implementation details, proofs, examples and experimental results.

2. The Counting Problem

The generating functions P(z) and I(z) satisfy this identity due to Pdlya: P(z) = exp(I(z) —
SI1(2)+ 51(2°) — 2I(2*) +-- - ). Using this identity and the operator © = zd/dz (see [1]), it is easy
to obtain equations to compute the coefficients P[k] = [2*]P(z) for k = 1,...,nin O(n?) operations.

3. An Unranking Algorithm

To generate a random object of size n from a powerset, consider the problem in two steps. First,
generate the shape the generated object will have, that is, how many objects of each size will be
present in the set. Second, for each size of object in the set, generate the objects of that size.
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3.1. Shape Generation. To generate a powerset of size n, the algorithm chooses non-negative
integers (y,...,%;) such that n = 4, + 25 + --- + ki;. It must ensure that the shape is generated
with a probability based on the number of powersets having the shape (4, ...,4;). This probability
depends only on the numbers I[{], for ¢ between 1 and n. Thus, only the procedure countI is
needed to solve the shape generation problem. This algorithm is based on the decomposition
P, ,, = Prod(Psom, Prym2m), where Py, is the set of objects of size £ + Am, where X is a non-
negative integer, m is a power of 2, 1 < £ < m, and Prod denotes the cartesian product. It involves
calculating O(n?) sizes of P, ,,.

3.2. Equal Size Generation. The equal size generation problem is equivalent to the problem
of selecting k distinct elements ay, ..., a; from 1,2, ..., n (called “selection sampling” by Knuth [3]).
There appears to be no known algorithm to do unranking for this problem in O(k) time and space.
P. Zimmermann proposes an unranking algorithm for the selection sampling problem that has
O(klog n) worst case complexity.

A method of unranking powersets is then obtained by using this selection sampling algorithm.
By replacing the unranking procedure for I in the unranking algorithm by a random generation
procedure, a random generation procedure for P is also formed. The complexity analysis for
the unranking algorithm depends on a condition of standard growth on the combinatorial class,
while the analysis for the random generation algorithm holds for all combinatorial classes. Most
combinatorial classes satisfy this condition, but otherwise, such as for a recursive structure where
I depends on P, there is little information about the algorithm’s efficiency.

DEFINITION 1. A combinatorial class I is of standard growth if their exists a constant A such
that the number I[n] of structures of size n satisfies I[n] < n4" for n sufficiently large.

THEOREM 1. If I is any combinatorial class, and randomI(n) has average cost O(nlogn), then
randomP(n, k) also has average cost O(nlogn). If I is a combinatorial class of standard growth and
unrankI(n, k) has worst case O(nlogn), then unrankP(n, k) also has worst case cost O(nlogn).

4. Conclusion and Open Questions

Given any combinatorial class I, a counting procedure for I, and a procedure for unranking
(random generation) for I, there is an algorithm to do unranking and random generation for
P = powerset(/). Some questions remain. Is there an O(k) algorithm for unranking k-samples
in an n-set? And what is the worst case complexity of this algorithm when I has a recursive
specification? Also, the pre-processing time of this algorithm is rather high (O(n?) operations and
about O(n*) time). This pre-processing cost should be reduced.
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